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The List Data Type
A list is a value that contains multiple values in an ordered sequence.
A list value looks like this: ['cat', 'bat', 'rat', 'elephant'].

A list begins with an opening square bracket and ends with a closing square bracket, [].
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Values inside the list are also called items and are separated with commas.

»»» [1, 2, 3]

[1, 2, 3]
»»» ["eat', 'bat', 'rat’, "elephant’]
['cat®, ‘bat’, ‘rat', 'elephant’]

»»>» ["helle", 3.1415, True, None, 42]
['hello', 3.1415, True, None, 42]

© x> spam = [‘cat’, 'bat', 'rat’, "elephant”]
333 SPam
['cat®, "bat", "rat', 'elephant’]

> The spam variable @ is still assigned only one value: the list value(contains multiple values).

» The value [] is an empty list that contains no values, similar to ", the empty string.

Getting Individual Values in a List with Indexes

» Say you have the list ['cat', 'bat', 'rat', 'elephant'] stored in a variable named spam.
» The Python code spam[0] would evaluate to 'cat', and spam[1] would evaluate to 'bat', and so on.

spam = [“"cat", "bat", “"rat", "elephant"]

spam[0] spam[1] spam[2] spam[3]

» The first value in the list is at index 0, the second value is at index 1, and the third value is at index
2, and so on.

» For example, type the following expressions into the interactive shell.

>»» spam = ["cat", 'bat", 'rat', "elephant"]
>»» spam[o]

"cat”

>»» spam[1]

"bat”

»»> spam[2]

"rat”®

>»> spam[3]

"elephant’

»»>» ["ecat', "bat', "rat", "elephant"][3]
‘elephant’

»»>» "Helle * + spam[o0]

"Hello cat’

»»>» "The ' + spam[1] + " ate the ' + spam[0] + ".°
'The bat ate the cat.”

00
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» The expression 'Hello ' + spam[0] evaluates to 'Hello ' + 'cat' because spam[0] evaluates to the
string 'cat'. This expression in turn evaluates to the string value 'Hello cat'.

» If we use an index that exceeds the number of values in the list value then, python gives IndexError.

>y spam = ['cat’, 'bat', 'rat’, 'elephant']
>33 spam[10000]
Traceback (most recent call last):
File "¢pyshell#9»”, line 1, in <modules
spam[ 10000]
IndexError: list index out of range

» Indexes can be only integer values, not floats. The following example will cause a TypeError error:

»»» spam = ['eat’, 'bat’, 'rat’, '‘elephant’]

»»y spam[1]

"bat’

»»3 spam[1.0]

Traceback (most recent call last):

File "¢pyshell#13»", line 1, in <module»

spam[1.0]

TypeError: list indices must be integers, not float

»»3 spam[int(1.0)]

"bat’

» Lists can also contain other list values. The values in these lists of lists can be accessed using

multiple indexes.

»»» spam = [['eat®, ‘bat'], [10, 20, 30, 40, 50]]
>3 spam[0]

['eat’, "bat']

»3» spam[0][1]

"pat’

»3> spam[1][4]

50

» The first index dictates which list value to use, and the second indicates the value within the list

value. Ex, spam[0][1] prints 'bat', the second value in the first list.

Negative Indexes

» We can also use negative integers for the index. The integer value -1 refers to the last index in a list,

the value -2 refers to the second-to-last index in a list, and so on.

>»> spam = ['cat’, 'bat’, 'rat', 'elephant']
>¥» spam[-1]

'elephant’

»»3 spam[-3]

"bat’

>3y 'The " + spam[-1] + ' is afraid of the
‘The elephant is afraid of the bat.’

+ spam[-3] +
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Getting Sublists with Slices

» Anindex will get a single value from a list, a slice can get several values from a list, in the form of a
new list.
» A slice is typed between square brackets, like an index, but it has two integers separated by a colon.
> Difference between indexes and slices.
o spam[2] is a list with an index (one integer).
o spam[1:4]is a list with a slice (two integers).
» 1In aslice, the first integer is the index where the slice starts. The second integer is the index where

the slice ends (but will not include the value at the second index).

»»» spam = ['cat', 'bat', 'rat', 'elephant']
»>>» spam[0:4]

['cat', "bat', 'rat', 'elephant’]

»»» spam[1:3]

['bat®, "rat’]

»3> spam[0:-1]

['cat®, "bat’, ‘rat']

» As a shortcut, we can leave out one or both of the indexes on either side of the colon in the slice.

O Leaving out the first index is the same as using 0, or the beginning of the list.

O Leaving out the second index is the same as using the length of the list, which will slice to
the end of the list.

»»> spam = ['eat’, 'bat’, 'rat', 'elephant’)
>3 spam|:2]

['cat®, "bat']

»»» spam[1:]

['bat®, "rat’, 'elephant’]

33> spam[:]

[‘cat’, 'bat’, 'rat’, 'elephant']

Getting a List’s L.ength with len()

» The len() function will return the number of values that are in a list value.

»»» spam = ['cat', 'dog', 'moose’]
»»» len(spam)
3

Changing Values in a List with Indexes

» We can also use an index of a list to change the value at that index. Ex: spam[1] = 'aardvark' means

“Assign the value at index 1 in the list spam to the string 'aardvark'.”
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»»» spam = ['eat', 'bat", ‘rat', "elephant’]
»»> spam[1] = ‘aardvark’

>33 Spam

['cat®, ‘aardvark’, ‘rat', ‘elephant’]

>33 spam[2] = spam[1]

333 Spam

['cat', "aardvark', ‘aardvark’', ‘elephant’]
>33 spam[-1] = 12345

333 Spam

['cat', 'aardvark’, "aardvark®, 12345)

List Concatenation and List Replication

» The + operator can combine two lists to create a new list value in the same way it combines two
strings into a new string value.

» The * operator can also be used with a list and an integer value to replicate the list.

»»x [1, 2, 3] « ["A', 'B°, 'C']
[1! 2! 3’! IAIJ‘ IB‘J 1£I]
> ['X', 'Y, '2'] * 3
AP AR A AP AP A A AP A
»»>» spam = [1, 2, 3]

»»» spam = spam + ['A", 'B', 'C']

>»> spam

[1! '1! 3! Ihl]‘ IB‘J 1{I]

Removing Values from Lists with del Statements

» The del statement will delete values at an index in a list.

»»» spam = ['ecat', 'bat', 'rat', ‘elephant’]
»»» del spam[2]

3»> spam

['eat’, "bat’, 'elephant’]

33> del spam[2]

333 Spam

[‘cat’, ‘bat']

» The del statement can also be used to delete a variable After deleting if we try to use the variable,
we will get a NameError error because the variable no longer exists.
» In practice, you almost never need to delete simple variables.

» The del statement is mostly used to delete values from lists.

Working with Lists

» When we first begin writing programs, it’s tempting to create many individual variables to store a group

of similar values.

catMamel = "Fophie®
catName2 = '"Pooka®
catMame3 = "Simon”
catMamed4 = "Lady Macbhbeth’
catMames = "Fat-tail’

catMame6 "Miss Cleo”
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» Which is bad way to write code because it leads to have a duplicate code in the program.

print('Enter the name of cat 1:')
catamel = input()

print('Enter the name of cat 2:')
cathame2 = input()

print{'Fnter the name of rat 3:')
catMame3 = input()

print('Enter the name of cat 4:')
catMamed = input()

print('Enter the name of cat 5:')
catMames = input()

print('Enter the name of cat 6:")
catNameé = input()

print('The cat names are:')
print(catMamel + ' ' + catMame2 +
catNames + * ' + catNames)

[ | 1

+ catName3 + " ' + catNamed + " ' +

» Instead of using multiple, repetitive variables, we can use a single variable that contains a list value.

» For Ex: The following program uses a single list and it can store any number of cats that the user types

in.

» Program:

» Output:

catNames = []
while True:
print('Enter the name of cat

+ str(len(catMames) + 1) +
(Or enter nothing to stop.):")

name = input()

if name == "':

break

catNames = catMames + [name] # list concatenation
print{‘The cat names are:')
for name in catMames:

print(" ' + name)

Enter the name of cat 1 (Or enter nothing to stop.):
Zophie

Enter the name of cat 2 (Or enter nothing to stop.):
Pooka

Enter the name of cat 3 (Or enter nothing to stop.):
Simon

Enter the name of cat 4 (Or enter nothing to stop.):
Lady Macbeth

Enter the name of cat 5 (Or enter nothing to stop.):
Fat-tail

Enter the name of cat 6 (Or enter nothing to stop.):
Miss Cleo

Enter the name of cat 7 (Or enter nothing to stop.):

The cat names are:
Zophie
Pooka
Simon
Lady Macbeth
Fat-tail
Miss Cleo

» The benefit of using a list is that our data is now in a structure, so our program is much more flexible in

processing the data than it would be with several repetitive variables.
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Using for L.oops with Lists

» A for loop repeats the code block once for each value in a list or list-like value.

Program
for i in range(4):

print(i)
Qutput:

0

1

2

3

» A common Python technique is to use range (len(someList)) with a for loop to iterate over the

indexes of a list.

»»» supplies = [“pens®, 'staplers’, 'flame-throwers', "binders']

»»» for i in range(len(supplies)):
print('Index ' + str{i) + ' in supplies is:

Index 0 in supplies is: pens

Index 1 in supplies is: staplers

Index 2 in supplies is: flame-throwers
Index 3 in supplies is: binders

+ supplies[i]}

» The code in the loop will access the index (as the variable 1), the value at that index (as supplies[i])

and range(len(supplies)) will iterate through all the indexes of supplies, no matter how many items

it contains.

The in and not in Operators

» We can determine whether a value is or isn’t in a list with the in and not in operators.

» in and not in are used in expressions and connect two values: a value to look for in a list and the list

where it may be found and these expressions will evaluate to a Boolean value.

»»> "howdy' in [*hello’, "hi', “howdy', "heyas"']

True

- - 'hello’;, "hi"; "ho ‘s "heyas"
pam = [ ey

»»» "cat” in spam

False

»>»» "howdy' not in spam
False

»»» "cat' not in spam
True

» The following program lets the user type in a pet name and then checks to see whether the name is

in a list of pets.

Program

myPets = ['Zophie', 'Pooka’', 'Fat-tail']

print{"Enter a pet name:")
name = input()
if name not in myPets:
print{'I do not hawve a pet named
else:

print{name + ' is my pet.')

'+ name)
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Enter a pet name:
Footfoot

I do not have a pet named Footfoot

The Multiple Assignment Trick

» The multiple assignment trick is a shortcut that lets you assign multiple variables with the values in

a list in one line of code.

»»» cat = ["fat", 'black', 'loud']
s3> size = cat[o]
»3» color = cat[1]

»»» cat = ["fat", 'black', "loud’]
»»» size, color, disposition = cat

»3> disposition = cat[2]

» Instead of left-side program we could type the right-side program to assignment multiple variables

but the number of variables and the length of the list must be exactly equal, or Python will give you

a ValueError:

»»» cat = ["fat", 'black’, "loud']
»»» size, color, disposition, name = cat
Traceback (most recent call last):
File "¢pyshell#84>", line 1, in <module:
size, color, disposition, name = cat

ValueError: need more than 3 values to unpack

Augmented Assignment Operators

» When assigning a value to a variable, we will frequently use the variable itself.

Pry spam = 42 »»> Spam = 42
»»» Spam = spam + 1 x> Spam += 1
x> spam ¥»> spam

43 43

> Instead of left-side program we could use right-side program i.e., with the augmented assignment

operator += to do the same thing as a shortcut.

» The Augmented Assignment Operators are listed in the below table:

Augmented assignment statement

Equivalent assignment statement

spam = spam

spam
spam
spam

spam

spam

spam

+

L

spam /

spam &

1
1
1
1
1

spam
spam
spam
spam

spam

+=
*'I
f=
L=

1

[T

» The += operator can also do string and list concatenation, and the *= operator can do string and list

replication.
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»»> spam = 'Hzllo'

»»> spam += ' world!’

»»3» Spam

'Hello world!"

»3> bacon = ['Zophie']

»3> bacon *= 3

»3> bacon

['Zophie', "Zophie', 'Zophie’]

Methods

A method is same as a function, except it is “called on” a value.
The method part comes after the value, separated by a period.

Each data type has its own set of methods.

Y V VYV V

The list data type has several useful methods for finding, adding, removing, and manipulating values

in a list.

Finding a Value in a List with the index() Method

» List values have an index() method that can be passed a value, and if that value exists in the list, the

index of the value is returned. If the value isn’t in the list, then Python produces a ValueError error.

»»» spam = ['helle’, 'hi', 'howdy', 'heyas']
»»» spam.index('hello")
a
»3» spam.index( 'heyas')
3
»»» spam.index('howdy howdy howdy')
Traceback (most recent call last):
File "<pyshell#31:", line 1, in <modulex
spam. index( " howdy howdy howdy')
ValueError: '"howdy howdy howdy' is not in list

» When there are duplicates of the value in the list, the index of its first appearance is returned.

»3» spam = ['Zophie®, 'Pooka’, 'Fat-tail', "Pooka']
»3> spam.index('Pooka')
1

Adding Values to Lists with the append() and insert() Methods

» To add new values to a list, use the append() and insert() methods.

» The append() method call adds the argument to the end of the list.

3>y spam = ['cat', 'dog', 'bat']
»»» spam.append( ' noose’')

»») spam

['cat', 'deg', 'bat', 'moose’]

» The insert() method can insert a value at any index in the list. The first argument to insert() is the

index for the new value, and the second argument is the new value to be inserted.
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>»» spam = [‘cat', 'dog’, 'bat']
>»» spam.insert{1, ‘chicken')
»»> spam

['cat', "chicken®, 'dog', 'bat']

» Methods belong to a single data type.

» The append() and insert() methods are list methods and can be called only on list values, not on

other values such as strings or integers.

»»» egps = 'hello’
»»» epgs.append( ‘world")
Traceback (most recent call last):
File "<¢pyshell#19:", line 1, in <modules
eggs.append( 'world')
AttributeError: 'str' object has no attribute "append’
»»» bacon = 42
»»» bacon.insert(1, 'world')
Traceback (most recent call last):
File "¢pyshell#223", line 1, in <modules
bacon.insert(1, 'world')
AttributeError: 'int' object has no attribute “insert’

Removing Values from Lists with remove()

» The remove() method is passed the value to be removed from the list it is called on.

»»» spam = ['cat’, ‘bat’,
»»» spam.remove( 'bat’)
»»» spam
['cat', 'rat

rat', 'elephant’]

, "elephant']

» Attempting to delete a value that does not exist in the list will result in a ValueError error.

»»» spam = ['cat', "bat', 'rat', 'elephant']
»»> spam.remove('chicken')
Traceback (most recent call last):
File "«¢pyshell#11:", line 1, in <modulex
spam.remove( 'chicken')
ValueError: list.remove(x): x not in list

» If the value appears multiple times in the list, only the first instance of the value will be removed.

»3» spam = ['cat', "bat', 'rat’, ‘cat', “hat", ‘cat']
»»> spam.remove('cat")

»3> spam
['bat', 'rat', 'cat’, '"hat', 'cat']

» The del statement is good to use when you know the index of the value you want to remove from

the list. The remove() method is good when you know the value you want to remove from the list.
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Sorting the Values in a List with the sort() Method

» Lists of number values or lists of strings can be sorted with the sort() method.

»»> spam = [2, 5, 3.14, 1, -7]

»3» spam.sort()

¥3> spam

['?: 1! 2: 3-14! 5']

»»» spam = ['ants', 'cats', 'dogs', 'badgers', 'elephants’]
»»» spam.sort()

>3> spam
['ants®, ‘badgers', ‘cats', "dogs', "elephants’]

» You can also pass True for the reverse keyword argument to have sort() sort the values in reverse

order.

»»» spam.sort(reverse=True)

»»> spam
['elephants’, 'dogs', 'cats', 'badgers', 'ants']

» There are three things you should note about the sort() method.

O First, the sort() method sorts the list in place; don’t try to return value by writing code like

spam = spam.sort().

O Second, we cannot sort lists that have both number values and string values in them.

»»» spam = [1, 3, 2, 4, "Alice', "Bob"]
333 spam.sort()
Traceback (most recent call last):
File "<pyshell#703", line 1, in <module:
spam. sort()
TypeError: unorderable types: str() < int()

O Third, sort() uses “ASCllbetical order(upper case)” rather than actual alphabetical
order(lower case) for sorting strings.

»»» spam = ['Alice', "ants', 'Bob', 'badgers', 'Carol’, ‘cats']
»»» spam.sort()

»»» spam

['Alice', 'Bob', 'Carol', 'ants', 'badgers’, 'cats']

» If we need to sort the values in regular alphabetical order, pass str.lower for the key keyword

argument in the sort() method call.

»>» spam = ["a', "z', "A", '2']
>>» spam.sort(key=str.lower)
»»> spam

['a', 'A", ‘2", 'I']

Example Program: Magic 8 Ball with a List

» We can write a much more elegant version of the Magic 8 Ball program. Instead of several lines of

nearly identical elif statements, we can create a single list.
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import random

messages = [Tt is certain’,
"It is decidedly so',
"Yes definitely',
'Reply hazy try again',
"Ask again later',
"Concentrate and ask apain’,
"My reply is no',
"Outlook not so good',
"Very doubtful']

print(messages|random.randint(0, len(messages) - 1)])

» The expression you use as the index into messages: random .randint(0, len(messages) - 1). This
produces a random number to use for the index, regardless of the size of messages. That is, you’ll

get a random number between 0 and the value of len(messages) - 1.

Exceptions to Indentation Rules in Python

» The amount of indentation for a line of code tells Python what block it is in.

» lists can actually span several lines in the source code file. The indentation of these lines do not

matter; Python knows that until it sees the ending square bracket, the list is not finished.

spam = ["apples’,
‘oranges’,
"bananas”,
‘cats']
print{spam)

» We can also split up a single instruction across multiple lines using the \ line continuation character

at the end.

print("Four score and sewen ' + %
'years ago...')

List-like Types: Strings and Tuples

» Lists aren’t the only data types that represent ordered sequences of values.
» Ex, we can also do these with strings: indexing; slicing; and using them with for loops, with len(),

and with the in and not in operators.

> mom racmmmee = " Peagabaioe
>z > reaamee [ o]

- -

=== mvamme=[ —=27]

-

> reamee oz am )

" Foph

S e e " Eao T dim (g == P

IERRRE
IEEERE!
IEEERY!
LERRRE
EERERE
IERRRE |
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Mutable and Immutable Data Types
String

» However, a string is immutable: It cannot be changed. Trying to reassign a single character in a

string results in a TypeError error.

»>» name = 'Zophie a cat’
»»» name[7] = "the'
Traceback (most recent call last):
File "<pyshell#so:", line 1, in <module:
name[7] = 'the'
TypeError: '"str' object does not support item assignment

» The proper way to “mutate” a string is to use slicing and concatenation to build a new string by

copying from parts of the old string.

»»» name = 'Zophie a cat’

>>» newName = name[0:7] + "the' + name[8:12]
»»» name

*Zophie a cat’

»3» newName

'Zophie the cat®

» We used [0:7] and [8:12] to refer to the characters that we don’t wish to replace. Notice that the
original 'Zophie a cat' string is not modified because strings are immutable.
List

» A list value is a mutable data type: It can have values added, removed, or changed.

»»> egps = [1, 2, 3]
»»> eggs = [4, 5, 6]
»3» EgEs
[4, 5, 6]

» The list value in eggs isn’t being changed here; rather, an entirely new and different list value ([4, 5,

6]) is overwriting the old list value ([1, 2, 3]).

Figure: When eggs = [4, 5, 6] is executed, the contents of eggs are replaced with a new list value.
» If we want to modify the original list in eggs to contain [4, 5, 6], you would have to delete the items

in that and then add items to it.

>x> eggs = [1, 2, =]
r> del eggsla]

r>» del eggslal

Fr> del eggslo]

> eEES -appenda)
>»> egEs-append(s)
x> egps.append( &)
> s

[4., 5. &]
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Figure: The del statement and the append() method modify the same list value in place.

The Tuple Data Tvpe

» The tuple data type is almost identical to the list data type, except in two ways.

» First, tuples are typed with parentheses, ( and ), instead of square brackets, [ and ].

»»» eggs = ('hello’, 42, 0.5)
»»» eggs[0]

"hello’

»>> egps[1:3]

(42, 0.5)

»>» len(eggs)

3

» Second, benefit of using tuples instead of lists is that, because they are immutable and their contents

don’t change. Tuples cannot have their values modified, appended, or removed.

5»» eggs = ('hello', 42, 0.5)
»»» eggs[1] = 99
Traceback (most recent call last):
File "<¢pyshell#5>", line 1, in <modules
eggs[1] = 99
TypeError: 'tuple' object does not support item assignment

» If you have only one value in your tuple, you can indicate this by placing a trailing comma after the

value inside the parentheses.

»»» type(('hello’,))
<class "tuple'>

»»» type(('hello’))
<class "str'»

Converting Tvypes with the list() and tuple() Functions

» The functions list() and tuple() will return list and tuple versions of the values passed to them.

»3> tuple(['cat’, "dog’, 5])
(‘cat', 'dog', 5)

»»» list(('cat’, 'dog', 5))
[cat®, ‘dog', 5]

»>»» list(‘hello’)

["h*, "e', "1', '1", "'0"]

» Converting a tuple to a list is handy if you need a mutable version of a tuple value.
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References

» As we’ve seen, variables store strings and integer values.

*»> Spam = 42

»»» cheese = spam
»»» Spam = 100
»»» spam

100

»»» cheese

42

» We assign 42 to the spam variable, and then we copy the value in spam and assign it to the variable
cheese. When we later change the value in spam to 100, this doesn’t affect the value in cheese. This
is because spam and cheese are different variables that store different values.

» But lists works differently. When we assign a list to a variable, we are actually assigning a list

reference to the variable. A reference is a value that points to some bit of data, and a list reference is

a value that points to a list.

@ >3 spam = [0, 1, 2, 3, 4, 5]
8 3> cheese = spam
® >35> cheese[1] = 'Hello!’
¥¥y Spam
[0, "Hello!', 2, 3, 4, 5]
»»» cheese
[0, 'Hellol', 2, 3, 4, 5]

> When we create the list @), we assign a reference to it in the spam variable. But the next line copies
only the list reference in spam to cheese, not the list value itself. This means the values stored in
spam and cheese now both refer to the same list.

» There is only one underlying list because the list itself was never actually copied. So when we
modify the first element of cheese, we are modifying the same list that spam refers to.

» List variables don’t actually contain lists—they contain references to lists.

h
RE{EYEH{'E ID: 57207444
Th: S7207444

10, 2

%3

Figure: spam = [0, 1, 2, 3, 4, 5] stores a reference to a list, not the actual list.
» The reference in spam is copied to cheese. Only a new reference was created and stored in cheese,

not a new list.

1 o ——————
Reference 1 L 2
ID: 57207444
ID: S7207444 ReferenCe
c r
ID: S7207444 [, I._2.
3.5

Figure: spam = cheese copies the reference, not the list
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» When we alter the list that cheese refers to, the list that spam refers to is also changed, because both

cheese and spam refer to the same list.

T U R N NN N - — . |
i ot ¥ ¥
[REfEYEP1CE I D: 57207444
ID: STZ207444 RE][ETE‘YICQ
s H 1|
z ID: ST207444 IO HP(
2:3%. 5]

Figure: cheese[1] = 'Hello!"' modifies the list that both variables refer to
» Variables will contain references to list values rather than list values themselves.
» But for strings and integer values, variables will contain the string or integer value.
» Python uses references whenever variables must store values of mutable data types, such as lists or
dictionaries. For values of immutable data types such as strings, integers, or tuples, Python variables

will store the value itself.

Passing References

» References are particularly important for understanding how arguments get passed to functions.

» When a function is called, the values of the arguments are copied to the parameter variables.

def eggs(someParameter):
someParameter.append("Hello')

spam = [1, 2, 3]
eggs (spam)
print(spam)

[1, 2, 3, 'Helle']

Program Output
» when eggs() is called, a return value is not used to assign a new value to spam.

» Even though spam and someParameter contain separate references, they both refer to the same list.
This is why the append('Hello') method call inside the function affects the list even after the
function call has returned.

The copy Module’s co and deepco Functions

» If the function modifies the list or dictionary that is passed, we may not want these changes in the
original list or dictionary value.

» For this, Python provides a module named copy that provides both the copy() and deepcopy()
functions.

» copy(), can be used to make a duplicate copy of a mutable value like a list or dictionary, not just a
copy of a reference.

» Now the spam and cheese variables refer to separate lists, which is why only the list in cheese is
modified when you assign 42 at index 1.

» The reference ID numbers are no longer the same for both variables because the variables refer to

independent lists.
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T A 42
Lo e D

Reference

Reference
ID: S720888E

ID: S720555%5

Figure: cheese = copy.copy(spam) creates a second list that can be modified independently of the first.
» If the list you need to copy contains lists, then use the copy. deepcopy() function instead of

copy.copy(). The deepcopy() function will copy these inner lists as well.

CHAPTER2: DICTIONARIES AND STRUCTURING DATA

The Dictionary Data Type
Pretty Printing
Using Data Structures to Model Real-World Things.

The Dictionary Data Type

» A dictionary is a collection of many values. Indexes for dictionaries can use many different data
types, not just integers. Indexes for dictionaries are called keys, and a key with its associated value
is called a key-value pair.

» A dictionary is typed with braces, {}.

»»» myCat = {'size': 'fat', 'color': 'gray', 'disposition’: "loud’}

» This assigns a dictionary to the myCat variable. This dictionary’s keys are 'size', 'color', and
'disposition'. The values for these keys are 'fat', 'gray’, and 'loud’, respectively. You can access these

values through their keys:

333 myCat['size']

‘fat’

3»» 'My cat has ° + myCat['color'] + * fur.'
'My cat has gray fur.®

» Dictionaries can still use integer values as keys, but they do not have to start at 0 and can be any

number.

»»» spam = {12345: 'Luggage Combination', 42: 'The Answer'}
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Dictionaries vs. Lists

» Unlike lists, items in dictionaries are unordered.

» The first item in a list named spam would be spam[0]. But there is no “first” item in a dictionary.
While the order of items matters for determining whether two lists are the same, it does not matter

in what order the key-value pairs are typed in a dictionary.

»»» spam = ['cats’, "dogs’, 'moose’]
»»» bacon = ['dogs’', 'moose’, 'cats']
»»» spam == bacon

False

»»» eggs = {'name’': 'Zophie', 'species': 'cat', 'age': '8'}
5»» ham = {'species': 'cat', 'age': '8', 'name': 'Zophie'}
¥»» eggs == ham

True

» Trying to access a key that does not exist in a dictionary will result in a KeyError error message,

much like a list’s “out-of-range” IndexError error message.

3»3 spam = {'name': ‘Zophie', ‘age': 7}
»»» spam|'color’']
Traceback (most recent call last):
File "¢pyshell#1s", line 1, in <module:
spam| ‘color’ ]
KeyError: 'color’

» We can have arbitrary values for the keys that allows us to organize our data in powerful ways.
> Ex: we want to store data about our friends’ birthdays. We can use a dictionary with the names as

keys and the birthdays as values.

© birthdays = {'Alice': "Apr 1', 'Bob': 'Dec 12', 'Carol': 'Mar 4'}

while True:
print('Enter a name: (blank to quit)')
name = input()
it name == "'t
break Enter a nmame: (blank to quit)
Alice
: e . Apr 1 is the birthday of Alice
8 if I'IEIHE:' n trurthda)rs. . i Enter a nmame: (blank to quit)
3] print(birthdays[name] + ' is the birthday of * + name) Eve
else: I do not have birthday information for Ewe
R i . R . i What is their birthday?
print('I do not have birthday information for ' + name) Dec §
pIint('Hhat is their birthda)r?'} Birthday database updated.
; Ent: : (blank t it
bllja)f - 1nput() EEEEI a name: (blan o quit)
0 birthdays[name] = bday Dec 5 is the birthday of Eve
print('Birthday database updated.') Enter a name: (blank to quit)
Program Qutput

» We create an initial dictionary and store it in birthdays 1.
» We can see if the entered name exists as a key in the dictionary with the in keyword 2.
» If the name is in the dictionary, we access the associated value using square brackets 3; if not, we

can add it using the same square bracket syntax combined with the assignment operator 4.
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The keys(). values(). and items() Methods
» There are three dictionary methods that will return list-like values of the dictionary’s keys, values,
or both keys and values: keys(), values(), and items().

» Data types (dict _keys, dict values, and dict_items, respectively) can be used in for loops.

5»» spam = {'color': 'red', "age': 42}
»»» for v in spam.values():
print(v)

red
42

» A for loop can iterate over the keys, values, or key-value pairs in a dictionary by using keys(),
values(), and items() methods.

» The values in the dict_items value returned by the items() method are tuples of the key and value.

»»» for k in spam.keys():

print(k)

color

age

s35 for 1 in epam.items():
print(i)

(‘color', 'red')
("age’, 42)

» If we want a true list from one of these methods, pass its list-like return value to the list() function.

»»» spam = {'color': 'red, ‘age': 41}
»»» spam.keys()

dict keys([ color®, "age'])

333> list(spam.keys())

['coloxr', "age']

» The list(spam.keys()) line takes the dict keys value returned from keys() and passes it to list(),
which then returns a list value of ['color’, 'age'].
» We can also use the multiple assignment trick in a for loop to assign the key and value to separate

variables.

»»> spam = {'color': 'red', 'age': 42}
»»> for k, v in spam.items():
print('Key: ' + k + ' Value: ' + str{v))

Key: age Value: 42
Key: color Value: red
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Checking Whether a Key or Value Exists in a Dictionary

We can use the in and not in operators to see whether a certain key or value exists in a dictionary.

»>»> spam = {'name’': "'Zophie®', ‘'age’': 7}
»»> ‘mame’ im spam.keys()

True

»>»> "Zophie' in spam.values()

True

»»> "coloxr' in spam.keys()

False

>»>» "color' mot in spam.keys()
Triue

»»>» "color® in spam

False

The get() Method
Dictionaries have a get() method that takes two arguments:
o The key of the value to retrieve and

O A fallback value to return if that key does not exist.

»3» picnicltems = {“apples': 5, 'cups': 2}

»»» 'I am bringing " + str(picnicItems.get('cups’, 0)) + ' cups.’
'I am bringing 2 cups.'

»»» 'I am bringing " + str{picnicItems.get('eggs’, 0)) +
'I am bringing 0 eggs.’

eggs.’

The setdefault() Method

To set a value in a dictionary for a certain key only if that key does not already have a value.

spam = {'name": 'Pooka', 'age': §}
if 'color' not in spam:
spam[ ‘color’] - ‘black’

The setdefault() method offers a way to do this in one line of code.

Setdeafault() takes 2 arguments:

O The first argument is the key to check for, and

O The second argument is the value to set at that key if the key does not exist. If the key does exist,
the setdefault() method returns the key’s value.

»»> spam = {'name': 'Pooka', 'age': 5}

»»» spam.setdefault('color', 'black')

"black’

»»% spam

{'color': 'black’, 'age': 5, "name': "Pooka'}
»»» spam.setdefault('color', ‘white')

"black’

»»> spam

{'color': 'black®, 'age': 5, "mame': 'Pooka'}

The first time setdefault() is called, the dictionary in spam changes to {'color": 'black’, 'age': 5, 'name":
'Pooka'}. The method returns the value 'black' because this is now the value set for the key 'color'. When
spam.setdefault('color’, 'white') is called next, the value for that key is not changed to 'white' because

spam already has a key named 'color’.
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» Ex: program that counts the number of occurrences of each letter in a string.

message = ‘It was a bright cold day in April, and the clocks were striking thirteen.'
count = {}

for character in message:
count.setdefault(character, o)

count[character] = count[character] + 1

print(count)

» The program loops over each character in the message variable’s string, counting how often each
character appears.

» The setdefault() method call ensures that the key is in the count dictionary (with a default value of 0), so
the program doesn’t throw a KeyError error when count[character] = count[character] + 1 is executed.
Qutput:

{" ':13, ",'e1, "Lti1, "A'ia, 'IM:1, 'a': o4, 'c':o3, 'b':o1, 'e':os, 'd'io3, 'glioz, ‘i
6, 'h": 3, 'k': 2, '1': 3, '0': 2, 'n': 4, 'p'r 1, 's': 3, 'r':5, "t':6, 'Ww:2 'y':1

Pretty Printing
» Importing pprint module will provide access to the pprint() and pformat() functions that will “pretty

print” a dictionary’s values.
» This is helpful when we want a cleaner display of the items in a dictionary than what print() provides
and also it is helpful when the dictionary itself contains nested lists or dictionaries..

Program: counts the number of occurrences of each letter in a string.

import pprint

message = 'It was a bright cold day in April, and the clocks were striking
thirteen.’

count = {}

for character in message:
count.setdefault{character, o)

count[character] = count[character] + 1

pprint.pprint(count)
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» If we want to obtain the prettified text as a string value instead of displaying it on the screen, call

pprint.pformat().

pprint.pprint(someDictionaryValue)
print({pprint.pformat({someDictionaryValue))

Using Data Structures to Model Real-World Things

A Tic-Tac-Toe Board

» A tic-tac-toe board looks like a large hash symbol (#) with nine slots that can each contain an X, an O,
or a blank. To represent the board with a dictionary, we can assign each slot a string-value key as shown

in below figure.

Figure: The slots of a tic-tactoe board with their corresponding keys
» We can use string values to represent what’s in each slot on the board: 'X', 'O, or ' ' (a space character).
» To store nine strings. We can use a dictionary of values for this.
O The string value with the key 'top-R' can represent the top-right corner,

O The string value with the key 'low-L' can represent the bottom-left corner,
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O The string value with the key 'mid-M' can represent the middle, and so on.

» Store this board-as-a-dictionary in a variable named theBoard.

theBoard = {"top-L': ' ', "top-M': ' ', "top-R': ' ',
'mid-L": * ', ‘mid-M": " ', "mid-R': " ',
"low-L": * ", "low-M": " ', "low-R': ' '}

» The data structure stored in the theBoard variable represents the tic-tactoe board in the below Figure.

Figure: An empty tic-tac-toe board
» Since the value for every key in theBoard is a single-space string, this dictionary represents a
completely clear board. If player X went first and chose the middle space, you could represent that

board with this dictionary as shown below:

X

Figure: A first move

» A board where player O has won by placing Os across the top might look like this:

theBoard = {"top-L': '0', "top-M': '0', "top-R': '0',
‘mid-L': "X', 'mid-M': 'X', 'mid-R': " ',
"low-L': " ', 'low-M': " ', "low-R': 'X'}

» The data structure in theBoard now represents the tic-tac-toe board in the below Figure.

O|O0|O
X

X

Figure: Player O wins.
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» The player sees only what is printed to the screen, not the contents of variables.

» The tic-tac-toe program is updated as below.

theBoard = {'top-L': ' ", "top-M": ' ', "top-R': ' ',
‘mid-L': ' ', ‘mid-M': " ', 'mid-R': ' °,
Ilm-l_r: 1 IJ‘ rlD‘w—HlT r IJ llm_Rl: 1 r}

def printBoard(board):
print(board[ ‘top-L'] + '|' + board['top-M'] + '|' + board['top-R'])
print('-+-+-"')
print{board] ‘mid-L'] + '|"' + board[ 'mid-M'] + “|' + board[ 'mid-R'])
print(’-+-+-")
print{board] ‘low-L'] + '|"' + board[ 'low-M'] + “|" + board['low-R'])

printBoard{theBoard)
| |
— i — il —
| |
- — — —
| |
» The printBoard() function can handle any tic-tac-toe data structure you pass it.
Program
theBoard = {'top-L': '0', "top-M': '0', "top-R': '0', 'mid-L X', 'mid-M':
‘X', 'mid-R': " ', "low-L': ' ", "low-M": " ", 'low-R': ‘'X'}
def printBoard({board):
print{board| ‘top-L'] + °|' + board[ top-M'] + '|* + board['top-R'])
print('-+-+-')
print{board| 'mid-L"] + "|' + board['mid-M'] + '|' + board['mid-R'])
print('-+-+-')
print{board|'low-L"'] + '|' + board['low-M'] + '|' + board['low-R'])
printBoard(theBoard)
ojojo
il
® X
——— e —
LE

» Now we created a data structure to represent a tic-tac-toe board and wrote code in printBoard() to
interpret that data structure, we now have a program that “models” the tic-tac-toe board.

Program: allows the players to enter their moves.

theBoard = {"top-L': " "', "top-M': ' ', "top-R": " ', "mid-L': " ", "mid-M': "
s 'mid-R': " '; "low-L': ' *; "low-M': " ", "low-R': " "}

def printBoard(board):
print(board[ "top-L"'] + "|" + board['top-M"] + '|" + board[ top-R"'])
print(’-+-+-")
print(board[ "'mid-L"'] + "|" + board['mid-M"] + "|' + board[ mid-R"])
print(' -4-+=-")
print({board[ " low-L"] + '|" + board[ ' low-M"] + " | + board["low-R"])
turn = "X'
for i in range(9):
printBoard(theBoard)
print('Turn for ' + turn + '. Mowve on which space?')
move = input()
theBoard[move] = turn
if twurn == "X':
turn = "0°
else:
turn = "X’
printBoard(theBoard)
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—_—
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» The new code prints out the board at the start of each new turn 1, gets the active player’s move 2,
updates the game board accordingly 3, and then swaps the active player 4 before moving on to the next
turn.

Nested Dictionaries and Lists

» We can have program that contains dictionaries and lists which in turn contain other dictionaries and
lists.

» Lists are useful to contain an ordered series of values, and dictionaries are useful for associating keys
with values.

Program: which contains nested dictionaries in order to see who is bringing what to a picnic.

allGuests = {'Alice': {"apples': 5, 'pretzels': 12},
‘Bob’: {'ham sandwiches': 3, ‘apples': 2},
"Carel': {'cups': 3, 'apple pies': 1}}

def totalBrought{guests, item):
numBrought = 0
for k, v in guests.items():
numBrought = numBrought + v.get(item, 0)
return numBrought

print("Number of things being brought:")

print(’ - Apples + str(totalBrought({allGuests, ‘apples'})))

print(’ - Cups '+ str(totalBrought({allGuests, ‘cups®)))

print(" - Cakes ' + str(totalBrought(allGuests, 'cakes')))

print(’ - Ham Sandwiches ' + str{tetalBrought{allGuests, ‘ham sandwiches'}})
print(’ - Apple Pies + str(totalBrought(allGuests, ‘apple pies')))

» Inside the totalBrought() function, the for loop iterates over the keyvalue pairs in guests 1.

> Inside the loop, the string of the guest’s name is assigned to k, and the dictionary of picnic items they’re
bringing is assigned to v.

» If the item parameter exists as a key in this dictionary, it’s value (the quantity) is added to numBrought

2.
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» Ifit does not exist as a key, the get() method returns 0 to be added to numBrought.

Output:

Mumber of things being brought:
= Apples 7

= Cups 3

- Cakes O

= Ham Sandwiches 3

= Apple Pies 1

CHAPTER3: MANIPULATING STRINGS

Working with Strings
Useful String Methods
Project: Password Locker

Project: Adding Bullets to Wiki Markup

Working with strings
String Literals

» String values begin and end with a single quote.

» But we want to use either double or single quotes within a string then we have a multiple ways to do

1t as shown below.

Double Quotes

» One benefit of using double quotes is that the string can have a single quote character in it.

»»> spam = “That is Alice's cat.”

» Since the string begins with a double quote, Python knows that the single quote is part of the
string and not marking the end of the string.

Escape Characters

» If you need to use both single quotes and double quotes in the string, you’ll need to use escape
characters.

» An escape character consists of a backslash (\) followed by the character you want to add to the

string.

»»» spam = 'Say hi to Bob\'s mother.'

» Python knows that the single quote in Bob\'s has a backslash, it is not a single quote meant to
end the string value. The escape characters \' and \" allows to put single quotes and double

quotes inside your strings, respectively.
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> Ex:

33> print("Hells there!\nHow are you?\nI\'m doing fine.")
Hello there!

How are you?

I'm doing fine.

» The different special escape characters can be used in a program as listed below in a table.

Escape character Prints as

Ay Single quote

At Double guate

At Tak

\n MNewline (line break)
M Backslash

Raw Strings

» You can place an r before the beginning quotation mark of a string to make it a raw string. A
raw string completely ignores all escape characters and prints any backslash that appears in the

string

»»» print(r’'That is Carel\'s cat.')
That is Carol\'s cat.

Multiline Strings with Triple Quotes

» A multiline string in Python begins and ends with either three single quotes or three double

quotes.

» Any quotes, tabs, or newlines in between the “triple quotes™ are considered part of the string.

Program
print("'‘Dear Alice,
Eve's cat has been arrested for catnapping, cat burglary, and extortiom.
Sincerely,
Bob''")
Qutput
Dear Alice,

Eve's cat has been arrested for catnapping, cat burglary, and extortion.

Sincerely,
Bob

» The following print() call would print identical text but doesn’t use a multiline string.

print(‘Dear Alice,‘\n\nEwve\'s cat has been arrested for catnapping, cat
burglary, and extortion.\n\nSincerely,\nBob'})

Multiline Comments
» While the hash character (#) marks the beginning of a comment for the rest of the line.

» A multiline string is often used for comments that span multiple lines.
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"""This is a test Python program.
Written by Al Sweigart al@inventwithpython.com

This program was designed for Python 3, not Pythom 2.

def spam(}:
"""This is a multiline comment to help
explain what the spam{) function does."""
print('Hello!")

Indexing and Slicing Strings

» Strings use indexes and slices the same way lists do. We can think of the string 'Hello world!" as a

list and each character in the string as an item with a corresponding index.

H e 1 1 o w o r 1 d !
0 1 2 3 4 5 b 1 ] g w 1
» The space and exclamation point are included in the character count, so 'Hello world!" is 12

characters long.

» If we specify an index, you’ll get the character at that position in the string.

= mpeam = CHello s Bl "
=== wmppamlol

- g -

== =mppam[a]

= wmpam[ -2

» 1If we specify a range from one index to another, the starting index is included and the ending index

is not.
»»» spam = "Hello world!®
333> fizz = spam[0:5])
»»y fizz
"Hello'

» The substring we get from spam[0:5] will include everything from spam[0] to spam[4], leaving out
the space at index 5.

Note: slicing a string does not modify the original string.

The in and not in Operators with Strings
» The in and not in operators can be used with strings just like with list values.

» An expression with two strings joined using in or not in will evaluate to a Boolean True or False.

»3» 'Helle' in "Hello World'

True

»»» 'Helle' in "Hello'

True

»»» 'HELLO' in 'Hello World'
False

»»» " in 'spam’

True

33> 'cats' not in 'cats and dogs®
False
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» These expressions test whether the first string (the exact string, case sensitive) can be found within

the second string.

Useful String Methods

» Several string methods analyze strings or create transformed string values.
The upper(). lower(). isupper(). and islower() String Methods

» The upper() and lower() string methods return a new string where all the letters in the original

string have been converted to uppercase or lowercase, respectively.

= Spam = "Hello sorlaAn "
x> Spam = Spourm. upeper i )
>>> Spam

"HELLO WRLDxE

> Spam = s o] 3
> > S peaam

"hhello worldl”

» These methods do not change the string itself but return new string values.

» If we want to change the original string, we have to call upper() or lower() on the string and then
assign the new string to the variable where the original was stored.

» The upper() and lower() methods are helpful if we need to make a case-insensitive comparison.

» In the following small program, it does not matter whether the user types Great, GREAT, or

grEAT, because the string is first converted to lowercase.

print('How are you?')

feeling = input()

if feeling.lower() == 'great’:
print('I feel great too.')

How are you?

else: GREat
print('I hope the rest of your day is good.') I feel great too.
Program Output

» The isupper() and islower() methods will return a Boolean True value if the string has at least one

letter and all the letters are uppercase or lowercase, respectively. Otherwise, the method returns

False.
== sSpam = " Hello wor@rld!”
> Speam . i s owwes )
Fal=sse
> Speam . iswupger )
Fal=sse
> "HELLO" (. dswpper i )
Txue
»>>=> "abci2345"° (dslowwer i)
Txue
> "A1A2F45 " Jdslowwer i )
Fal=sse
> "AZ2FL45" - dswuppex )
Fal=sse

» Since the upper() and lower() string methods themselves return strings, you can call string methods
on those returned string values as well. Expressions that do this will look like a chain of method

calls.
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»>=»> "Hello® .upper({)

"HELLO"

»>=»> "Hello® .upper() .lower)

"hello”

2> "Hello® .upper().lower().upper{)
"HELLO"

=3 "HELLO® . Lowex ()

"hello”

x> "HELLO® .lower().islower({])

Truwe

The isX String Methods

>

>

There are several string methods that have names beginning with the word is. These methods return
a Boolean value that describes the nature of the string.
Here are some common isX string methods:

o isalpha() returns True if the string consists only of letters and is not blank.

o isalnum() returns True if the string consists only of letters and numbers and is not blank.

o isdecimal() returns True if the string consists only of numeric characters and is not blank.

o isspace() returns True if the string consists only of spaces, tabs, and newlines and is not

blank.
o istitle() returns True if the string consists only of words that begin with an uppercase letter

followed by only lowercase letters.

=== "hello' _dsalpha)
Truwe

>»> ‘helloarzz’  disalphal)
False

»>=> "hellodrz2z " disadmum)
Trxrwe

»=>» "hello' .disalmwssi )
Truwe

»mx» "2123" dsdecimal ()
Truwe
E
Trwe

f.disspacel])

=2 "Thisc T Title Case” _dstitle)

Trxrwe

»=>» "This Is Title Case 123" . d=stitledf)

Truwe

»=w>» "This ITs mot Title Case" _dstitled)

False

»m> "This ITs MOT Title Case Either' distitle()
False

» The isX string methods are helpful when you need to validate user input.

» For example, the following program repeatedly asks users for their age and a password until they
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provide valid input.

while True:
print('Enter your age:')
age = input()
if age.isdecimal():
break
print('Please enter a number for your age.')

Enter your age:

forty tun

Please enter a numbey for your age.
Enter your age:

while True: a2
print('Select a new password (letters and numbers only):') Select a new password (letters and numbers only):
password = input() secrit!
if password.isalnum(): Passuords can only have letters and numbers.
break Select a new password (letters and numbers enly):
print('Passwords can only have letters and numbers.') secr3t
Program output
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The startswith() and endswith() String Methods

» The startswith() and endswith() methods return True if the string value they are called on begins or

ends (respectively) with the string passed to the method; otherwise, they return False.

»>»>» "Hello world! " . startswith("Hella")
True

>»> "Hello world!® .endswith( ' worldl ")

True

>»>» 'abec123" .startswith( " abocdef')

False

»>»>» 'abci123" cendswith{'1z")

False

»>»>» "Hello world! " .startswith("Hello world?"')
True

>»> "Hello world!® endswith( ' Hello world!®)
True

» These methods are useful alternatives to the == equals operator if we need to check only whether

the first or last part of the string, rather than the whole thing, is equal to another string.

The join() and split() String Methods
oin

» The join() method is useful when we have a list of strings that need to be joined together into a
single string value.

» The join() method is called on a string, gets passed a list of strings, and returns a string. The

returned string is the concatenation of each string in the passed-in list.

»»> ', ".join{['cats”, ‘rats', 'bats"])
"cats, rats, bats®

»»> " Ljodin["My", "mame’, 'is', ‘'Simon’])
"My mame is Simon”

»»> "ABC" .join([ 'My’', ‘name’, "is", "Simon"])
"My ABCnameABCisABCSimomn”

» string join() calls on is inserted between each string of the list argument.
o Ex: when join(['cats', 'rats', 'bats']) is called on the ', ' string, the returned string is 'cats, rats,
bats'.
o join() is called on a string value and is passed a list value.
Split0

» The split() method is called on a string value and returns a list of strings.

»»» 'My name is Simen'.split()
['My', 'name’, *is", 'Simon’]

» We can pass a delimiter string to the split() method to specify a different string to split upon.

33> 'MyABCnameABCisABCSimon' .split( ABC')
['My', ‘name’, ‘is’, "Simon’]

»»> 'My name is Simon’.split('m')

['My na', 'e is 5i', ‘en']

» A common use of split() is to split a multiline string along the newline characters.
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»»> spam = ""'Dear Alice,

How hawve wou been? I am fine.
There is a container in the fridge
that is labeled "Milk Experiment™.

Please do not drink it.

Sincerely,

Bob " * "

»»> spam.split{"n")

[ 'Dear Alice,', 'How hawe you been? I am fine.', 'There is a contaimer in the
fridge", "that is labeled "Milk Experimemt™.", "', "Please do not drink it.",
"Sincerely,", "Bob']

> Passing split() the argument "\n' lets us split the multiline string stored in spam along the newlines

and return a list in which each item corresponds to one line of the string.

Justifying Text with rjust(). ljust(). and center()

>
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The rjust() and ljust() string methods return a padded version of the string they are called on, with
spaces inserted to justify the text.

The first argument to both methods is an integer length for the justified string.

»=> "Hello' .rjust{io)

" Hello”

»=»> "Hello' .rjust{zo)

" Hello'

2> "Hello World' . rjust{zao)
" Hello World®

2> "Hello' . ljust{ao)
"Hello -

'Hello'.rjust(10) says that we want to right-justify 'Hello' in a string of total length 10. 'Hello' is five
characters, so five spaces will be added to its left, giving us a string of 10 characters with 'Hello'
justified right.

An optional second argument to rjust() and ljust() will specify a fill character other than a space

character.

»»» 'Helle'.rjust(zo, '**)
"ErdkrErkariekrsho] "
»»» 'Helle'.ljust(zo, '-")
'Hellp===semcomcnmnaa’

The center() string method works like ljust() and rjust() but centers the text rather than justifying it
to the left or right.

»»» 'Helle'.center(20)
Hello !
»»> 'Helle'.center(20, *=')

These methods are especially useful when you need to print tabular data that has the correct
spacing.

In the below program, we define a printPicnic() method that will take in a dictionary of information
and use center(), ljust(), and rjust() to display that information in a neatly aligned table-like format.

O The dictionary that we’ll pass to printPicnic() is picnicltems.
O In picnicltems, we have 4 sandwiches, 12 apples, 4 cups, and 8000 cookies. We want to
organize this information into two columns, with the name of the item on the left and the

quantity on the right.
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def printPicnic(itenshict, leftiidth, righthidth): -==-PICNIC ITEMS--
print('PIONIC TS, center(lefthidth + rightitidth, '-')) e 13
for k, v in itensDict. itens(): CUpS.- e a
print (k. Ljust (leftiidth, '.") + str(v).rjust{rightuidth)) E"'“““PI o {3?_':*;”5_______
picnicltems = {'sandwiches': 4, ‘apples’: 12, "cups”: 4, 'cookies': 000} sandwiches.......... 4
orintPicnic(picnicltens, 12, 5) :EE:ES SR ii
printPicnic(picnicTtens, 20, 6) COOKIBS. + e, 8000
Program output

Removing Whitespace with strip(). rstrip(). and Istri
» The strip() string method will return a new string without any whitespace characters at the
beginning or end.

» The Istrip() and rstrip() methods will remove whitespace characters from the left and right ends,

respectively.

>r> Spam = Hello World
»»> sSpam.strip()

"Hello World®

»»> spam.lstrip()

"Hello World '

»>»> Spam.rstrip()

" Hello Woxld'

> Optionally, a string argument will specify which characters on the ends should be stripped.

»»> Spam = "SpamSpamBaconSpamEggsSpamSpam’
»»> spam.strip( amps")
"BaconSpamEggs”

> Passing strip() the argument 'ampS' will tell it to strip occurences of a, m, p, and capital S from the
ends of the string stored in spam.

> The order of the characters in the string passed to strip() does not matter: strip(‘ampS') will do the
same thing as strip('mapS') or strip('Spam’).

Copying and Pasting Strings with the pyperclip Module
» The pyperclip module has copy() and paste() functions that can send text to and receive text from

your computer’s clipboard.

»»» import pyperclip

»»3 pyperelip.copy('Helle world!')
»»> pyperclip.paste()

"Hello world!’

» Of course, if something outside of your program changes the clipboard contents, the paste()

function will return it.

»»3» pyperclip.paste()
"For example, if I copied this sentence to the clipboard and then called
paste(), it would look like this:'
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Project: Password Locker

>
>

We probably have accounts on many different websites.

It’s a bad habit to use the same password for each of them because if any of those sites has a
security breach, the hackers will learn the password to all of your other accounts.

It’s best to use password manager software on your computer that uses one master password to
unlock the password manager.

Then you can copy any account password to the clipboard and paste it into the website’s Password
field

The password manager program you’ll create in this example isn’t secure, but it offers a basic

demonstration of how such programs work.

Step 1: Program Design and Data Structures

>

We have to run this program with a command line argument that is the account’s name--for
instance, email or blog. That account’s password will be copied to the clipboard so that the user can
paste it into a Password field. The user can have long, complicated passwords without having to
memorize them.

We need to start the program with a #! (shebang) line and should also write a comment that briefly
describes the program. Since we want to associate each account’s name with its password, we can

store these as strings in a dictionary.

#! python3
# pw.py - An insecure password locker program.

PASSWORDS = {'email': 'F7minlBODuvMIuxESSKHFhTxFtjvBs',
‘blog": "VmALVOyKAXIVHSGEVO1ifIMLIF3sdt’,
‘luggage’: '12345'}

Step 2: Handle Command Line Arguments

>
>

The command line arguments will be stored in the variable sys.argv.
The first item in the sys.argv list should always be a string containing the program’s filename

(‘pw.py"), and the second item should be the first command line argument.

#! python3

# pw.py - An insecure password locker program.

PASSWORDS = {'email': 'FIminlBODuwMIuxESSKHFhTxFtjWBE" ,
'blog": "VmALvOyKAxIVHSGEWvO1iFIMLZF3sdt’,
‘luggage”: "12345"}

import sys

if len(sys.argw) <« 2:
print( 'Usage: python pw.py [accounmt] - copy account password')
sys.exit()

account = sys.argv[1] # First command line arg is the account name

Step 3: Copy the Right Password

>

33

The account name is stored as a string in the variable account, you need to see whether it exists in

the PASSWORDS dictionary as a key. If so, you want to copy the key’s value to the clipboard
using pyperclip.copy().
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#! python3

# pwW.py - An insecure password locker program.

PASSWORDS = {'email': 'F7minlBDDuvMIuxESSKHFhTxFtjVvBE" ,
'blog”: "VmALWvOyKAXIVHSGEWOLiFIMLZIF3sdt ',
'luggage’: "12345'}

import sys, pyperclip
if len(sys.argwv} < 2:

print{'Usage: py pw.py [account] - copy account password')
sys.exit()
account = sys.argv[1] # first command line arg is the account name

if account in PASSWORDS:

pyperclip.copy(PASSWORDS [account])

print('Password for ' + account + ' copied to clipboard.')
else:

print('There is no account nmamed ' + account)

» This new code looks in the PASSWORDS dictionary for the account name. If the account name is a
key in the dictionary, we get the value corresponding to that key, copy it to the clipboard, and print
a message saying that we copied the value. Otherwise, we print a message saying there’s no

account with that name.

» On Windows, you can create a batch file to run this program with the win-R Run window. Type the

following into the file editor and save the file as pw.bat in the C:\Windows folder:

d@py.exe C:\Python34pw.py &=
@pause

> With this batch file created, running the password-safe program on Windows is just a matter of

pressing win-R and typing pw <account name>.

Project: Adding Bullets to Wiki Markup

» When editing a Wikipedia article, we can create a bulleted list by putting each list item on its own
line and placing a star in front.

» But say we have a really large list that we want to add bullet points to. We could just type those
stars at the beginning of each line, one by one. Or we could automate this task with a short Python
script.

» The bulletPointAdder.py script will get the text from the clipboard, add a star and space to the
beginning of each line, and then paste this new text to the clipboard.

> Ex:

Lists of animals * Lists of animals

Lists of aguarium life * Lists of aquarium life

Lists of biologists by author abbreviation * Lists of biclogists by author abbreviation
Lists of cultivars * Lists of cultivars

Program output
Step 1: Copy and Paste from the Clipboard
» You want the bulletPointAdder.py program to do the following:
1. Paste text from the clipboard
2. Do something to it
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3. Copy the new text to the clipboard

» Steps 1 and 3 are pretty straightforward and involve the pyperclip.copy() and pyperclip.paste()
functions. saving the following program as bulletPointAdder.py:

#! python3
# bulletPointAdder.py - Adds Wikipedia bullet points to the star
# of each line of text on the clipboard.

import pyperclip
text = pyperclip.paste()
# TODOD: Separate limes and add stars.

pyperclip.copy(text)

Step 2: Separate the Lines of Text and Add the Star

» The call to pyperclip.paste() returns all the text on the clipboard as one big string. If we used the
“List of Lists of Lists” example, the string stored in text.

» The \n newline characters in this string cause it to be displayed with multiple lines when it is
printed or pasted from the clipboard.

» We could write code that searches for each \n newline character in the string and then adds the star
just after that. But it would be easier to use the split() method to return a list of strings, one for each

line in the original string, and then add the star to the front of each string in the list.

#! python3
# bulletPointAdder.py - Adds Wikipedia bullet points to the start
# of each line of text on the clipboard.

import pyperclip
text = pyperclip.paste()

# Separate lines and add stars.

lines = text.split('wn')

for i in range(len(lines)): # loop through all indexes in the "lines” list
lines[i] = '* * 4 lines[i] # add star to each string in "lines” list

pyperclip.copy(text)

» We split the text along its newlines to get a list in which each item is one line of the text. For each
line, we add a star and a space to the start of the line. Now each string in lines begins with a star.

Step 3: Join the Modified Lines

» The lines list now contains modified lines that start with stars.

» pyperclip.copy() is expecting a single string value, not a list of string values. To make this single

string value, pass lines into the join() method to get a single string joined from the list’s strings.

#! python3

# bulletPointAdder.py - Adds Wikipedia bullet points to the start
# of each line of text on the clipboard.

import pyperclip
text = pyperclip.paste()

# Separate limes and add stars.

lines = text.split{'n')

for i in range(len({lines)): # loop through all indexes for “lines” list
lines[i] = "* " 4 lines[i] # add star to each string im "lines” list

text = "wn'.join{lines)

pyperclip.copy(text)

» When this program is run, it replaces the text on the clipboard with text that has stars at the start of

each line.
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